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RuleExplorer: A Scalable Matrix Visualization
for Understanding Tree Ensemble Classifiers

Zhen Li, Weikai Yang, Jun Yuan, Jing Wu, Changjian Chen, Yao Ming, Fan Yang, Hui Zhang, Shixia Liu

Abstract—The high performance of tree ensemble classifiers
benefits from a large set of rules, which, in turn, makes the
models hard to understand. To improve interpretability, existing
methods extract a subset of rules for approximation using model
reduction techniques. However, by focusing on the reduced rule
set, these methods often lose fidelity and ignore anomalous rules
that, despite their infrequency, play crucial roles in real-world
applications. This paper introduces a scalable visual analysis
method to explain tree ensemble classifiers that contain tens
of thousands of rules. The key idea is to address the issue of
losing fidelity by adaptively organizing the rules as a hierarchy
rather than reducing them. To ensure the inclusion of anomalous
rules, we develop an anomaly-biased model reduction method to
prioritize these rules at each hierarchical level. Synergized with
this hierarchical organization of rules, we develop a matrix-based
hierarchical visualization to support exploration at different
levels of detail. Our quantitative experiments and case studies
demonstrate how our method fosters a deeper understanding
of both common and anomalous rules, thereby enhancing inter-
pretability without sacrificing comprehensiveness.

Index Terms—Tree ensemble classifier, model reduction, hier-
archical visualization

I. INTRODUCTION

Tree ensemble classifiers, such as random forests and
boosted trees, are popular machine learning models [28],
[36], [72]. These models make multi-class predictions using
a large number of rules (Fig. 1), often exceeding tens of
thousands [28]. On the one hand, the large set of rules makes
these models powerful and has led them to become winning
solutions for many machine learning competitions [70].
On the other hand, while individual rules are simple and
easily understandable, the overall interpretability of these
models is compromised by the overwhelming number of
rules. Therefore, there is a trade-off between the performance
and interpretability in these tree ensemble classifiers.
Although performance is the main goal in machine learning
competitions, the ability of domain experts to understand
and explain decisions is crucial in high-stakes fields such as
healthcare, law enforcement, and financial forecasting.

Several works have been proposed to enhance the inter-
pretability of tree ensemble classifiers [43], [69]. However, the
scalability issue becomes the main challenge when managing
rule sets that extend to tens of thousands or even more. A
widely adopted strategy to address the scalability issue of
a complex model is model reduction [20], which simplifies
the original model by using fewer rules to provide better
interpretability. However, there are two technical challenges
in using model reduction techniques directly.

First, in order to explain the overall behavior of the original
model with fewer rules, model reduction methods usually fo-

cus on extracting common rules that cover most of the samples
while ignoring less frequent, anomalous ones. However, in
real-world applications, these anomalous rules often expose
potential flaws in the model and thus require further diagnosis
for a complete understanding of the model behavior [34].
For example, a credit card application may be approved based
on seemingly unrelated conditions, such as having a driver’s
license. However, the actual reason is that other applicants
who meet these conditions typically have a good credit history
and a certain income level. Previous research has shown that
anomaly-biased sample selection methods effectively preserve
the overall distribution and highlight anomalous samples for
analysis [62], [65]. As a result, a promising solution is an
anomaly-biased model reduction method that preserves both
common rules and anomalous rules.

Second, simply using model reduction inevitably results in a
loss of fidelity to the original model. This causes discrepancies
between the behavior of the reduced model and that of the
original one. Therefore, only examining the reduced rule set
after model reduction may lead to problems in analyzing the
whole model. For example, an abnormal behavior identified
in the reduced model may be difficult to trace back to rules
in the original model without access to the whole rule set. To
address this problem, it is essential to find an effective way
to examine all the rules of the original model. Hierarchical
visualization has been shown effective in the exploration of
large-scale data [42]. By re-organizing rather than discarding
the rules that are not preserved in model reduction, the issue of
losing fidelity can be effectively mitigated. However, the pre-
built hierarchies commonly used in hierarchical visualization
methods [11], [13], [37], [62], [67] lack the flexibility to
accommodate different user preferences during exploratory
analysis. This flexibility is often needed in real-world applica-
tions. For example, in the credit card approval process, users
frequently examine different subsets of rules by constraining
the values of different attributes (e.g., Income, Years Employed,
etc.) in different ranges. As a result, there is a need to flexibly
build the hierarchy for different analysis needs.

Based on the above analysis, we develop RuleExplorer, a
scalable visual analysis tool designed to support interactive
analysis of rule sets extracted from tree ensemble classifiers.
The scalability to manage tens of thousands of rules is
achieved by combining anomaly-biased model reduction
and hierarchical visualization. Starting from all the rules,
RuleExplorer initially utilizes model reduction to extract
the rules for the first level in the hierarchy. Subsequently,
it dynamically builds the hierarchy in a top-down manner
based on user selections. At every level, a balance between
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Fig. 1. An illustration of a tree ensemble classifier used to predict stock price
movement with labels “increase”, “decrease”, and “stable.”

representativeness and diversity is maintained by preserving
both common and anomalous rules. Synergized with this
dynamic rule hierarchy organization, a matrix-based hierar-
chical visualization is developed to support the exploration of
rules at different detail levels. In this visualization, rows and
columns correspond to rules and attributes, respectively. The
confidence, coverage, and anomaly scores of each rule are also
displayed. This setup allows users to quickly understand the
common behavior of the model and identify rules that exhibit
abnormal behavior. Finally, users can zoom in to explore
more rules with similar behavior. Users can also examine the
samples associated with certain rules to diagnose potential
flaws in the model. The coordinated analysis between rules and
samples further enhances the understanding of model behavior.

The effectiveness of the anomaly-biased model reduction is
demonstrated through quantitative evaluation. Two case studies
further demonstrate the effectiveness of RuleExplorer in ana-
lyzing the decision-making process of random forest models
and gradient boosted tree models. Note that while we focus on
tree ensemble classifiers, the methods are also applicable to
other models through model surrogate techniques. In summary,
the main contributions of this work are:
• An anomaly-biased model reduction method that pre-

serves both common and anomalous rules.
• A matrix-based and dynamically constructed hierarchical

visualization that supports the exploration of a large-scale
rule set at different detail levels.

• A visual analysis tool that facilitates the understanding,
exploration, and validation of tens of thousands of rules.

II. RELATED WORK

A. Model Surrogate

Our model reduction method relates to a category of expla-
nation methods that utilize surrogate models. These methods
use a simpler and more interpretable model to approximate
and explain complex models [10], [17], [40], [49], [56], [66].

Most model surrogate methods are model-agnostic. These
methods derive a surrogate model from any given machine
learning model by approximating the input-output relationship
of the model. While these methods have good generalizability,
they inevitably neglect the inner decision logic in tree ensem-
ble models, such as node splitting and majority voting. As a
result, these methods cannot precisely reveal how predictions
are made.

For tree ensemble models, the surrogate methods proposed
in [38], [59] leverage the characteristics of tree ensembles for
more accurate approximations. Meinshausen [38] selected rep-
resentative rules from a random forest by solving a quadratic
programming problem with linear inequality constraints. Vi-
dal et al. [59] constructed an equivalent single decision tree
from a given tree ensemble to improve model interpretability.
Although these methods successfully preserve common rules
that well summarize the behavior of the original model, they
inevitably lose fidelity because other rules are discarded, espe-
cially those anomalous rules that are important for revealing
potential flaws in the model. In contrast, our method re-
organizes a tree ensemble into a hierarchy of rules to mitigate
the issues of losing fidelity, and uses anomaly-biased model
reduction to maintain a balance between the common rules
and the anomalous rules at each hierarchical level.

B. Visualization for Model Analysis

The visualization community has developed a number of
methods and systems to visually interpret, analyze, and di-
agnose machine learning models. Initial efforts and their
subsequent variations aim to illustrate a variety of performance
measures such as precision, recall, and between-class confu-
sion [12], [26], [48]. Most recent efforts focus on explaining
the inner workings of a machine learning model based on
architecture exploration and the reasoning of its prediction.

Architecture visualization methods focus on explaining the
inner workings of the model by analyzing specific components
in the model [63], such as neurons and kernels in convolutional
neural networks [5], [35], [57], hidden states in recurrent
neural networks [8], [33], [39], [51], [54], attention heads
in transformers and other attention-based models [19], [53],
or tree structures in decision trees [36], [41], [58]. These
visualizations are designed to help model developers analyze
and diagnose machine learning models. However, for domain
experts who have little knowledge of machine learning, such
as financial analysts or doctors, the complex workflows and
model-architecture-specific designs are of little help for their
understanding and utilizing the models. To support these
domain experts, our work focuses on explaining rules learned
from tree ensemble classifiers, as rules are more understand-
able to them. If offered the right tool, they can make sense of
the learned rules and validate the rules of interest.

C. Rule Visualization

Existing efforts to visualize rules can be categorized
as single-rule-oriented or multiple-rule-oriented. Single-rule-
oriented visualization [9], [27] focuses on visualizing samples
covered by a single rule, while multiple-rule-oriented visual-
ization seeks to visually illustrate interactions and relationships
between multiple rules. Our work aligns with the latter. Com-
mon methods for multiple-rule-oriented visualization include
the node-link diagram and the matrix diagram. Other compact
representations such as treemaps [41], icicle plots [22], and
sunburst diagrams [60] are also used to handle a larger number
of rules. While these methods are effective at presenting an
overview of the rules, they may not always provide the level of
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Fig. 2. RuleExplorer overview: Given a set of rules from a tree ensemble classifier, the anomaly-biased model reduction calculates the anomaly score for
each rule and then extracts the representative rules. Next, the representative rules are fed into the matrix-based hierarchical visualization for exploration and
analysis, where a rule hierarchy is dynamically built based on user selections. The brown color indicates the analysis of the representative rules at the top
level, and the purple color indicates the iterative analysis subsequently.

details necessary for an in-depth analysis of individual rules.
Therefore, we focus on introducing the first two methods.

The node-link diagram [31], [41], [55], [58] naturally repre-
sents the decision tree structure or summarizes multiple rules
by aggregating the same conditional statement. For example,
BaobabView [58] employs a node-link diagram to visualize the
rules of decision trees and further encodes the split points and
data flows in the tree. TreePOD [41] extends this design by
utilizing a treemap to display the distribution of samples cov-
ered by different tree nodes. SuRE [66] summarizes the entire
random forest into a node-link diagram while also retaining
useful logical relationships between different rules. While the
node-link diagrams effectively illustrate relationships between
rules, they struggle to remain clear and manageable when
displaying tens of thousands of rules. The matrix diagram [40],
[43], [68] is a natural graphical representation of a list of
rules. RuleMatrix [40] visualizes a falling rule list using a
matrix diagram with rows as rules, columns as attributes, and
cells as conditions using histogram encoding. DeforestVis [10]
provides attribute-based explanations using simplified decision
trees, allowing users to incrementally generate them to explore
the trade-off between complexity and fidelity. ExplainableMa-
trix [43] also employs a matrix diagram, but distinguishes
itself by using colored rectangles in matrix cells to encode the
conditions for different classes. However, these methods show
all the rules in one view without filtering, and still encounter
the scalability issue in actual scenarios.

To address the scalability issue, we build a matrix-based hi-
erarchical visualization to show representative rules at different
levels to help practitioners understand, explore, and validate
tree ensemble classifiers.

III. DESIGN OF RULEEXPLORER

A. Design Goals

We designed RuleExplorer in collaboration with eight
domain experts (E1 – E8) from banks and quantitative trading
companies. They utilize tree ensemble classifiers for credit
card approval and stock trading. All of them are not co-authors
of this work. We distilled the design requirements based on
discussions with these domain experts and a literature review.
R1. Hierarchically organize large-scale rule sets. In real-
world applications, a tree ensemble classifier often contains

tens of thousands of rules, which makes it impractical to
examine each rule individually. Although model reduction
methods can extract representative rules to explain model
behavior, they inevitably lose fidelity [38], [40], [66]. Domain
experts have expressed the need to explore the entire rule
set for analysis. Therefore, reorganizing rather than reducing
the rules is preferred. A hierarchical reorganization is a
promising solution due to its effectiveness in the analysis of
large-scale data [52]. Moreover, during the reorganization,
both common and anomalous rules should be preserved at
each level to ensure a comprehensive understanding and
diagnosis of potential problems.

R1.1 Preserve common rules to enable the understanding
of the overall model behavior. All the experts emphasized the
importance of examining the common rules learned by the
model to establish trust. As E2 said, once he understood the
common rules used by the model in credit card approval, he
could trust the model predictions. This would relieve his bur-
den of examining each application individually. In addition, E3

expressed concerns that model errors could result in financial
losses. Thus, he would like to open the “black box” model
and understand the overall model behavior from the common
rules before trusting the decisions made by the model.

R1.2 Preserve anomalous rules to enable the diagnosis of
potential model flaws. Anomalous rules indicate abnormal
model behavior deviating from the common ones, which
reflect potential model flaws. E2 stated, “Anomalous rules
usually cover only a small number of samples, which may be
problematic samples and deserve further analysis.” E1 was also
interested in examining anomalous rules, “If a rule approves
applications, but with conditions suggesting low repayment
ability and instability, it is likely flawed.” All the experts be-
lieved that examining these rules helps uncover blind spots in
the model and opens up opportunities for model improvement.
R2. Effectively explore and analyze the rules. The analysis
of a large-scale rule set requires efficiently identifying the
rules of interest and analyzing them in context. This leads to
three major requirements. First, an intuitive and informative
overview of the rule set is essential to help users quickly gain
insights and start their analysis. Second, support for dynamic
hierarchical exploration is necessary to enable detailed naviga-
tion through various levels of detail and facilitate the analysis
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of different rule subsets. Third, rich interactions should be
provided to allow for an in-depth analysis of rules concerning
their utilized attributes and covered samples. To this end, a
scalable and flexible interactive environment is crucial for
effective exploration and analysis of rules.

R2.1 Present rule sets using an intuitive and informative
visual representation. To effectively visualize a hierarchically
organized rule set, a requirement is to both reveal the hierar-
chical structure and present detailed information on attributes
within the rules. The commonly used node-link-based [64] or
scatterplot-based [62] hierarchical visualizations focus on the
former but require additional interactions to access detailed
information, which is not ideal for analyzing rule sets. For
example, E1 expressed a desire for a quick overview that
allows immediate identification of important rules and at-
tributes. Moreover, simple and intuitive visual representations
are always preferred because they facilitate quicker compre-
hension and reduce cognitive load. All these call for visual
representations that are both intuitive and informative to meet
the needs of domain experts.

R2.2 Cater to different analysis preferences. Users may have
different analysis needs and focus on different subsets of rules
during the exploration. For example, E7 mentioned that in the
overall analysis of stocks, he would pay more attention to the
attributes directly related to price changes, such as moving
average price and price volatility. When he focused on low-
cap stocks, he would like to examine the attributes related to
stock liquidity, such as turnover ratio and market depth. With
the different analysis needs, he zoomed into different subsets
of rules. Compared to a static hierarchy, which organizes the
rules with a pre-defined criterion, a dynamic hierarchy is better
at catering to users’ different preferences [14], [23], [71].

R2.3 Locate rules of interest and relate them to training
samples. When exploring the entire rule set or specific rule
subsets, experts expressed their interest in analyzing rules
based on various properties. E1 was particularly interested
in how the model would handle the borderline cases in the
credit card application. Thus, he wanted to examine the low-
confidence rules that were mostly relevant to these cases. To
facilitate this, we provide a set of interactions, such as sorting
rules by different properties, to help identify the rules of inter-
est. Additionally, domain experts emphasized the importance
of knowing the samples from which a rule was learned. For
example, before making investment decisions based on some
rules, E7 wanted to validate these rules by examining the
training samples that contributed to the learning of these rules.
This highlights the need to relate rules to training samples.

B. System Overview

Guided by the aforementioned design requirements, we
developed RuleExplorer to help domain experts explore and
analyze the large-scale rule sets in tree ensemble classifiers.
As illustrated in Fig. 2, RuleExplorer consists of two modules:
anomaly-biased model reduction and matrix-based hierarchical
visualization. The anomaly-biased model reduction module
first calculates an anomaly score for each rule. Based on the
anomaly scores, it then extracts representative rules through

model reduction for subsequent visualization. The extracted
representative rules not only approximate the behavior of the
input rule set but also preserve anomalous rules. The matrix-
based visualization module visualizes the representative rules
in a matrix and supports users in exploring the rules by
dynamically constructing the rule hierarchy based on user
selections. More specifically, users can select some rules of
interest in the matrix for a more detailed examination. Upon
selection, the selected rules and their neighborhood are input
into model reduction to extract the representative rules at the
next level in the hierarchy. The matrix visualization is updated
accordingly with these new representative rules. Users can
continue to select and analyze these rules in a similar way.

IV. ANOMALY-BIASED MODEL REDUCTION

The developed anomaly-biased model reduction method
aims to enable both a comprehensive explanation of the overall
model behavior and the identification of potential flaws (R1.1,
R1.2). To this end, we first employ logistic regression to
calculate the anomaly scores for all the rules in the model.
Then, we formulate the anomaly-biased model reduction as a
subset selection problem that extracts the rules to approximate
the behavior of the given rule set on their covered samples,
while prioritizing the anomalous rules with high scores.

A. Anomaly Score Calculation

To identify the anomalous rules, we need to calculate an
anomaly score for each rule. This is achieved by converting the
rules into feature representations and then employing logistic
regression for anomaly detection.
Rule representation. In a tree ensemble classifier, each rule
is represented by the conjunction of conditions on attributes
and a corresponding prediction. Inspired by Zhao et al. [69],
we vectorize the condition on each attribute and concatenate
them to obtain the feature representation of a rule. There are
two types of attributes. First, the condition on a categorical
attribute is represented by a vector indicating the distribution
of the categories that a sample can fall into. For example,
assume that there are three categories F1, F2, and F3 for a
categorical attribute F , with 10, 20, and 30 samples in each
category, respectively. Then, a condition F ∈ {F1, F2} can be
represented by [10/(10 + 20 + 30), 20/(10 + 20 + 30), 0] =
[1/6, 2/6, 0]. Second, the condition on a numerical attribute
is represented by a two-dimensional vector indicating the
lower and upper bounds of the value range that satisfies the
condition. To enable a fair comparison between conditions on
different attributes with varying scales and distributions, the
quantile normalization [6] is used to transform all the attribute
distributions to the uniform distribution in the range [0, 1].
Anomaly score calculation. With the feature representations
and the corresponding predictions of the rules, we fit a logistic
regression model. With this model, given a rule rj , we obtain
its probability pj leading to its corresponding prediction.
Accordingly, we calculate its anomaly score as sj = 1 − pj ,
which measures the deviation of rj from the majority of
rules [44]. As anomalous rules exhibit behavior deviating from
the common rules, they have higher anomaly scores.
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B. Model Reduction

Model reduction can be formulated as a subset selection.
Given a rule set R = {rj}mj=1 associated with their anomaly
scores {sj}mj=1 and a set of samples X = {xi}ni=1 belonging
to C ≥ 2 classes, our method extracts a subset of representa-
tive rules R∗ from R by solving the optimization problem:

argmin
{zj}mj=1

1

n

n∑
i=1

L(ŷi, `i)− λ
1

M

m∑
j=1

zjsj ,

s.t. zj ∈ {0, 1},
m∑
j=1

zj ≤M.

(1)

Here, ŷi = [ŷi,c|c = 1, · · · , C] is a vector of prediction
scores of xi by the extracted rule set R∗, where ŷi,c is the
prediction score of xi to be of class c. `i is the prediction
label of xi by the given rule set R. L(ŷi, `i) is the loss function
that measures the prediction difference between the extracted
rule set R∗ and the original rule set R. zj is the indicator
of whether the rule rj belongs to R∗. The first term ensures
the consistency between the predictions of the given rules and
the extracted rules. The second term prioritizes the selection
of anomalous rules by maximizing the anomaly scores of the
extracted rules. λ is a factor to balance the effect of the two
terms. M is the maximum size of the extracted rule subset R∗.

Next, we introduce how to calculate L(ŷi, `i). To encourage
that R∗ and R make consistent predictions, the idea is to
increase ŷi,`i , i.e. , the prediction score of xi to be of class
`i, while decreasing other ŷi,c scores (c 6= `i). Therefore, we
adopt multi-class hinge loss [16]:

L(ŷi, `i) = max(ξ − (ŷi,`i −max
c6=`i

ŷi,c), 0). (2)

For a specific sample xi, as shown in Fig. 3, the multi-class
hinge loss encourages the score for class `i to be greater than
any other class by a margin of at least ξ. This helps improve
the generalization ability of the extracted rules [50]. To reduce
the user burden of parameter adjustments and improve ease of
use, we determine ξ and λ using a grid search. This search
spans values from from 0.1 to 1.0, with a step size of 0.1,
effectively balancing fidelity and anomaly scores. Specifically,
we first set λ to 0 and searched for ξ that achieved the highest
fidelity, then adjusted λ to improve anomaly scores while keep-
ing fidelity loss within 1%. M is set to 80 based on the screen
constraints and suggestions from the experts, as they prefer to
examine as many rules as possible while maintaining visual
clarity for rule analysis. We also conducted a sensitivity anal-
ysis of M in the supplemental materials to justify this choice.

Eq. (1) is an integer linear programming problem, which is
NP-hard and time-consuming to solve. Even advanced com-

Anomalous rule
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Rk

Rk    and
its neighbors 

(sel)

Rk+1

Model
reduction

Selected subset
        at LkRk    (sel)

Covered
samples

Common rule
Class 1
Class 2
Class 3

Fig. 4. Dynamic rule hierarchy construction between consecutive levels.

mercial solvers cannot solve it within reasonable time limits
due to the extremely large basis matrix and overwhelming
memory consumption resulting from thousands of rules and
samples. To solve it efficiently, we relax the zj to continuous
variables. The relaxed problem becomes a linear programming
problem and can be solved in polynomial time [30]. Then, we
adopt deterministic rounding to discretize zj and determine
which rules belong to R∗.

V. MATRIX-BASED HIERARCHICAL VISUALIZATION

In this section, we first introduce the dynamic construction
of the rule hierarchy, and then present the design and
implementation of the matrix-based hierarchical visualization
that supports the exploration of rules.

A. Dynamic Hierarchy Construction

Given the large-scale rule set extracted from a tree ensemble
classifier, we need to organize the rules into a hierarchy to
support exploration at different detail levels. A simple way is
to construct a static hierarchy with different numbers of rules
extracted at each level to approximate the original model.
However, such a practice lacks the flexibility to identify rules
according to different analysis requirements. For example,
in a stock price prediction model, most companies are
predicted by the rules considering the historical price trend
and volatility, while low-cap companies are more accurately
predicted by the rules considering stock liquidity. Therefore,
it is desirable to build the rule hierarchy dynamically to better
accommodate users’ preference during exploration (R2.2).

In particular, users start the exploration at the top level L0.
The representative rules R0 are displayed, which are extracted
from all rules to approximate the model predictions on all
samples, while the other rules are hidden. Then, users can
iteratively select rules of interest and zoom into their neighbor-
hood for examination. During this process, the rule hierarchy
is dynamically constructed. As illustrated in Fig. 4, the con-
struction of level Lk+1 from level Lk consists of three steps:
Selecting a rule subset R(sel)

k from Rk and zooming in. More
representative rules should be displayed to illustrate the model
behavior in the neighborhood of the selected rule subset R(sel)

k .
Determining the neighborhood of R(sel)

k is the key in this
process. At the level Lk, the hidden rules are assigned to their
nearest rules in Rk based on the weighted Euclidean distance
between the feature representations of rules. Following the
previous work [69], the weight of each attribute in the feature
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representation is calculated as the frequency of this attribute
being used in the rules at this level, including representative
and hidden ones. The neighborhood of R(sel)

k consists of the
rules in R(sel)

k and the hidden rules assigned to them.
Extracting Rk+1 using model reduction to approximate the
model predictions on the samples covered by the neighborhood
of R(sel)

k . In order to keep the mental map between Lk and
Lk+1, we ensure that the user-selected rule subset R(sel)

k is
displayed at Lk+1.

B. Visualization Design

As shown in Fig. 5, the main component of RuleExplorer
is the matrix view (Fig. 5(b)), which uses an enhanced
matrix visualization to provide an intuitive and informative
overview of representative rules (R2.1). We adopt the matrix
visualization because of its effectiveness in comparing and
analyzing multiple rules. Moreover, studies have shown that
matrix visualizations outperform node-link diagrams and other
techniques in terms of readability and scalability, particularly
when dealing with large and complex datasets [1]. However,
existing methods focus only on numerical attributes, so we
extend the matrix visualization to accommodate categorical
attributes. As shown in Fig. 6(a), a rule is an If-Then
statement that includes 1) a conjunction of conditions on
attributes (e.g. , Income ≤ 20 AND Years ≤ 4.5 AND
Citizenship is not Other) and 2) a prediction label (e.g. , Re-
jected). In the matrix visualization, each row represents a rule,
and its color hue encodes the prediction label of this rule.
Each column represents an attribute. If an attribute is used
in a condition of this rule, the corresponding cell uses dark-
shaded and light-shaded horizontal areas to indicate the value
ranges that satisfy and dissatisfy the condition, respectively
(Fig. 6(b)). If an attribute is not used, the corresponding

Click

If Income ≤ 20 And Years ≤ 4.5 And Citizenship is not Other

Value range
satisfy the condition

Then Rejected

The histogram of Years
covered by this rule

No credit scoreDefault records

Condition Condition Condition Prediction

43 36 34
… …

# rules with the 
“Approved” prediciton

# rules utilizing this attributes

# rules with the 
“Rejected” prediciton

(a)

(b)

(c)

(d)

Fig. 6. The design of the matrix visualization. A rule (a) is visualized as a row
(b) in the matrix, which can be expanded (c) to display sample distributions
on different conditions. Additional rows (d) are appended at the bottom of
the matrix to show cumulative statistics for each attribute.

cell is left blank. Such a design facilitates the comparison
between the conditions of different rules. The detailed attribute
distributions of the samples covered by a rule are displayed
when clicking on the corresponding row. For example, in
Fig. 6(c), the overlaid bar charts in each cell show that all the
covered samples have no credit score, while most of them have
default records. This information helps users verify whether a
rule utilizes the appropriate attributes to make its predictions.

We also supplement the matrix with additional rows and
columns that provide auxiliary information for analysis. At
the bottom of the matrix, an additional row features cells that
display the cumulative statistics for each attribute across the
displayed rules. As shown in Fig. 6(d), each cell in this row
shows the number of rules utilizing this attribute, and includes
a bar chart showing the prediction distribution of these
rules. This helps users analyze the correlation of this attribute
with different predictions. On the left of the matrix, a glyph
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is placed next to each row. The bar length represents
the number of its neighborhood at this level. When zooming in,
the glyphs are also organized as an indented tree to show
the hierarchical structure of the rules (Fig. 8D). On the right
of the matrix, there are three additional columns(Fig. 5H) that
show the confidence, coverage, and anomaly score of each
rule. They represent the accuracy of rule prediction on its
covered samples, the number of its covered samples, and the
degree of its deviation from other rules, respectively.

In addition to the matrix view, RuleExplorer provides three
supporting views: the attribute view (Fig. 5(a)), the info view
(Fig. 5(c)), and the data table (Fig. 5(d)). These views are co-
ordinated with each other to facilitate interactive exploration.

The attribute view shows the attribute distributions of data
samples. To enhance data exploration, we integrate scented
widgets [61], which provide visual cues for easy sample
filtering (R2.3). We chose scented widgets for their intuitive-
ness and ease of use, making them ideal for our users.

The info view presents the overall statistics of the repre-
sentative rules and their covered samples at the current hier-
archical level. This information reduces the analysis burden
on understanding model behavior during exploration (R2.2).
By selecting a rule in the matrix view or applying filtering in
the attribute view, it also presents the details of the selected
rule (Fig. 5G) or the class distribution change of the filtered
samples (Fig. 5F), respectively.

The data table lists the samples covered by the represen-
tative rules, which directly presents the relationships between
rules and training samples (R2.3). The samples can also be
sorted based on their attributes to facilitate analysis.

C. Interactive Exploration and Analysis

We provide a set of interactions to facilitate 1) navigating
through the rule hierarchy; 2) analyzing rules of interest; and
3) analyzing attributes of interest (R2.3).

1) Navigating through the rule hierarchy: After identifying
the rules of interest, users may want to compare them with
their neighborhood for in-depth analysis. This is supported
by a dynamically constructed rule hierarchy, within which we
implement the zoom function for navigating this hierarchy.
Specifically, users can click or brush the glyphs of
some rules. Then, RuleExplorer dynamically extracts their
child rules in their neighborhood. Users can then zoom into
the next level to examine these child rules. In the matrix view,
the newly added rules are placed under their parent rules with
their glyphs indented in comparison to those of their parent
rules. After zooming, the order of attributes may change since
the number of rules utilizing each attribute differs between the
two levels. Some attributes may contribute more to predictions
at this level. We mark the attributes with the top-3 largest
increases in their orders using upward arrows to inform users
for further examination. Moreover, by clicking the “return”
button at the top-left corner of the matrix view, users can
navigate back to the previous level and analyze other rules of
interest at that level.

2) Analyzing rules of interest: At each level of the hier-
archy, users first get an overall understanding of the general
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Fig. 7. An illustrative example of matrix reordering showing the formation
of rule groups with (a) optimization on attribute A1; (b) optimization on both
A1 and A2; and (c) optimization on A1, A2 and A3.

model behavior, and then identify and analyze the rules of
interest through interactive exploration. By default, the rules
are sorted in descending order of their coverage to highlight
the common rules. They can also be sorted based on their
confidence or anomaly scores by clicking on the corresponding
column headers. Moreover, to compare rules with similar
conditions, users can click on any attribute header to group the
rules based on the condition on the attribute. For numerical
attributes, the rules are sorted based on the lower and upper
bounds of their value ranges. For categorical attributes, the
rules with the same condition are grouped together. Rules that
do not utilize this attribute are placed at the bottom.

In addition to grouping similar rules based on a single
attribute, it is also desired to simultaneously consider multiple
attributes. For example, compared to grouping rules only
based on PriorDefault (Fig. 7 (a)), grouping rules with similar
conditions on PriorDefault and Income together (Fig. 7 (b))
makes it more readily to discover the pattern that “applicants
with no prior default and high-income tend to be accepted”.
Therefore, to facilitate the discovery of rule patterns, we
develop a matrix reordering algorithm to group rules based
on multiple attributes.

The basic idea is to group rules with consistent predic-
tions and similar conditions together. To achieve that, we
maximize the number of similar conditions on the specific
attributes between adjacent rules. Specifically, given n rules
R = [r1, r2, ..., rn], and m attributes A1, A2, ..., Am; we
maximize S1, S2, ..., Sm, where Sj represents the number of
similar conditions on attribute Aj between adjacent rules:

Sj =

n−1∑
i=1

I(predπ(i) = predπ(i+1)) ∗ simj(rπ(i), rπ(i+1)). (3)

Here, π(i) is the index of the rule in R which is reordered
to row i in the matrix. The first term is an indicator function,
which equals 1 when the predictions of the two rules are con-
sistent, and 0 otherwise. The second term simj(rπ(i), rπ(i+1))
is also an indicator function that determines whether the
two rules have similar conditions on the jth attribute. For
categorical attributes, it is defined as whether the conditions
are the same. For numerical attributes, it is defined as whether
both the left and right endpoints between the two conditions
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TABLE I
PERFORMANCE COMPARISON BETWEEN OUR METHOD AND THE BASELINE METHODS IN TERMS OF FIDELITY AND AVERAGE ANOMALY SCORE.

Dataset #Classes #Attributes #Samples Model #Rules Ours RuleMatrix HSR Node harvest

Fidelity AS Fidelity AS Fidelity AS Fidelity AS

Credit Card 2 14 690 RF 7,085 0.9538 0.1309 0.9503 0.0880 0.9264 0.0000 0.9300 0.0473
GBT 2,126 0.9249 0.1271 0.9075 0.0735 0.8682 0.0846 0.9017 0.0042

Wine Quality 2 11 1,599 RF 28,116 0.8725 0.1432 0.8665 0.0689 0.7484 0.0000 0.5175 0.1660
GBT 7,474 0.8350 0.0974 0.8065 0.0329 0.7368 0.0000 0.8275 0.0299

Crime 2 127 1,994 RF 12,576 0.9178 0.1999 0.9042 0.0203 0.8910 0.0000 0.8577 0.1602
GBT 4,322 0.9118 0.1152 0.8986 0.0119 0.8368 0.0000 0.8978 0.0489

Abalone 4 8 4,177 RF 23,500 0.8392 0.1247 0.8243 0.0085 0.6695 0.0081 N/A N/A
GBT 11,810 0.8967 0.1263 0.8268 0.1231 0.5715 0.3553 N/A N/A

Obesity 7 16 2,111 RF 19,490 0.8561 0.1732 0.7720 0.0138 0.7277 0.0683 N/A N/A
GBT 30,458 0.9470 0.2309 0.8394 0.0004 0.7233 0.0084 N/A N/A

Dry Bean 7 16 13,611 RF 6,209 0.9738 0.2829 0.9702 0.0032 0.8726 0.0193 N/A N/A
GBT 52,455 0.9151 0.3032 0.9151 0.0946 0.8369 0.2360 N/A N/A

RF: random forest. GBT: gradient boosted tree. AS: average anomaly score. Node harvest cannot handle multi-classification datasets.

differ within a user-specified threshold τ . We set τ = 0.1
by default. This threshold controls whether two numerical
conditions are similar enough to be placed adjacently. A
smaller τ results in stricter matching criteria, while a larger τ
value relaxes the criteria.

Maximizing Sj is equivalent to solving a traveling salesman
problem [2], which will reorder the rules and form rule
groups on the attribute Aj . Fig. 7 shows examples of rule
groups formed on each attribute. However, reordering rules
to optimize all Sj simultaneously is impossible as different
optimization goals may conflict with each other. As experts
are more concerned with patterns on important/preferred at-
tributes, we adopt the idea of the constraint method [18],
which maximizes S1, S2, . . . , Sm in turn. The constraints are
that when maximizing Sj , the reordering of rules in a formed
rule group can only be carried out within the group without
crossing the group boundaries. This ensures minimal changes
to S1, S2, . . . , Sj−1 when maximizing Sj . We use the divide-
and-conquer strategy proposed by Liu et al. [35] to solve this
constrained traveling salesman problem.

3) Analyzing attributes of interest: As the number of
attributes may exceed several hundred, it is impractical to
directly display all attributes. To address this issue, we sort
the attributes based on their importance and organize them into
pages. On the front page, the most frequently used attributes
are presented, which are important to the model prediction.
Users can navigate to subsequent pages for attributes that
are less frequently used according to their analysis needs.
Moreover, users can pin specific attributes to the front page
and adjust their positions by drag-and-drop. This facilitates
the comparison of multiple attributes and understanding of
their collaborative behavior. For example, Fig. 7(c) shows that
by placing attributes Income and Years adjacently, users can
identify patterns such as high income often leading to credit
card approvals despite short working years.

VI. EVALUATION

We first conducted a quantitative experiment to evaluate
the effectiveness of the anomaly-biased model reduction
method. We then presented two case studies to showcase how
RuleExplorer helps domain experts understand the decision
logic of tree ensemble classifiers and improve them.

A. Quantitative Experiment

Datasets. We conducted the quantitative experiment on six
datasets from the UCI Machine Learning Repository [3], as
used in previous works [40], [66], including three binary
classification datasets (Credit Card, Wine Quality, Crime)
and three multiple classification ones (Abalone, Obesity, Dry
Bean). The attribute numbers across these datasets range
from 8 to 127, while the sample numbers range from 690 to
13,611. The diverse characteristics of these datasets enable a
robust evaluation across various tasks and dataset scales.
Baseline methods. We selected three baseline methods, in-
cluding two model surrogate methods, RuleMatrix [40] and
HSR [66], and a state-of-the-art model reduction method, node
harvest [38]. RuleMatrix generates a sequential rule list, while
HSR generates a hierarchical rule set. Different from these
two methods, node harvest directly extracts the rules from the
original model rather than generating new ones. However, it
cannot be used in multi-class classification.
Measures. We evaluated the quality of the methods from
two aspects. First, fidelity measures the ability to preserve the
behavior and predictive accuracy of the original model. It is
defined as the ratio of the samples with the same predictions
produced by the generated rule sets and the original model.
Second, the average anomaly score evaluates the ability to
preserve anomalous rules.
Experiment settings. To demonstrate the generalizability of
our method to different tree ensemble classifiers, we conducted
experiments on random forest models and gradient boosted
tree models. Each dataset was partitioned into a 75% training
set and a 25% test set. We first trained each model on the
training set, resulting in models with rule counts ranging
from 2,126 (LightGBM on credit card dataset) to 52,455
(LightGBM on drybean dataset). This wide range of rule
numbers ensures a thorough evaluation across different levels
of model complexity. Then, we performed model reduction to
approximate the predictions on the training set. All methods
are required to select 80 rules (consistent with Sec. IV) for this
approximation. The fidelity was calculated on the test set, and
the average anomaly score was calculated on the generated rule
set. We ran five trials for each setting to reduce the effect of
randomness.
Results. Our results are summarized in Table I. Our method
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achieved the highest fidelity across all cases, and also achieved
higher average anomaly scores than the baseline methods
except in two cases. On the Wine Quality dataset, node harvest
obtained a higher average anomaly score for the random
forest model, while on the Abalone dataset, HSR obtained a
higher average anomaly score for the gradient boosted model.
However, the fidelity scores achieved in these two cases are
significantly lower (0.5175 and 0.5715), indicating the corre-
sponding rule sets failed to approximate the behavior of the
original model. In contrast, our method achieved the highest
fidelity and the second-highest average anomaly scores. This
demonstrates that our method can strike a balance between
fidelity and the preservation of anomalous rules.

B. Case Studies
We conducted two case studies to show the usefulness

of RuleExplorer in explaining and diagnosing tree ensemble
classifiers.

1) Credit Card Approval: In this case study, we collabo-
rated with E1 and E2 to illustrate how RuleExplorer improves
the understanding and diagnosis of the model to approve credit
card applications. E1 is a bank account manager with two years
of work experience, who aims to increase credit card approval
rates while minimizing the risk of defaults. E2 is a data
scientist responsible for developing the credit card approval
model and improving its performance. Both E1 and E2 have
participated in the interview for collecting design goals in
Sec. III. During the study, E1 interacted with the system to
explore and identify potential model issues, while E2 helped
explain the underlying causes of these findings from a machine
learning perspective and suggested ways to improve the model.
The study used the Australian Credit Approval dataset [47],
which consists of 690 samples, each representing a credit card
applicant with 16 attributes and a label indicating approval
or rejection. The dataset includes 307 “approved” samples
and 383 “rejected” samples. These samples were randomly
divided into training and test data with a ratio of 75% and 25%,
respectively. To comprehensively evaluate the model, E2 used
Synthetic Data Vault [45] to augment the test data based on its
distribution and labeled the new test samples in collaboration
with E1. The detailed augmentation process can be found in
the supplemental material. After the augmentation, there are
500 samples in the test data. A random forest model with 200
trees and a maximum depth of 10 has been trained on this
dataset with the scikit-learn library [46]. The trained model
includes 7,085 rules and achieves an accuracy of 83.60%.
Overview. Initially, E1 investigated the attributes frequently
used in the extracted rules to see whether the decision-making
process was reasonable. As shown in Fig. 5A, the attributes
that describe income and credit status, such as PriorDefault,
Job, Income, Years Employed, are frequently used and thus
appear in the first few columns. This observation aligns with
his experience, as these attributes are more important in credit
card approval than those less frequently used attributes like
Gender and DriverLicenses. Subsequently, E1 examined the
rules to see how these frequently used attributes influenced
model predictions. He focused on two types of rules: common
rules and anomalous rules.
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Fig. 8. Anayzing the rules that utilize the attribute PriorDefault: rules with
no prior defaults may reject (A) or approve (B) credit card applications, while
those with prior defaults consistently reject applications (C). Zoom in region
C to examine the neighborhood (D).

Analyzing common rules. By default, the rules are sorted in
descending order of their coverage, which facilitates the anal-
ysis of common rules (rules with higher coverage). E1 found
that most of the common rules used the attribute PriorDefault
(Fig. 5B). He wanted to examine how this attribute influenced
the model predictions. To this end, he clicked on the header
of PriorDefault, and the matrix reordering algorithm grouped
the rules based on their predictions and their conditions on
this and subsequent attributes. There are three groups (Fig. 8).
Rules with the condition of no prior defaults but predictions
of “rejected” (Fig. 8A) linked to negative conditions such as
low income, few years employed, or low credit scores. Rules
with the condition of no prior defaults and predictions of
“approved” (Fig. 8B) had additional positive conditions, such
as a certain income level or being older, indicating a lower risk
of default and a more stable status. E1 regarded the behavior
(Fig. 8A and B) as reasonable, since the condition of no prior
defaults cannot directly lead to the approval, and it should be
combined with additional conditions for further consideration.
The third group included rules with the condition of prior
defaults and predictions of “rejected” (Fig. 8C). Since there
are some real-world cases where applicants with prior default
records are still approved, E1 wanted to see whether these were
reflected. He selected the rules in (Fig. 8C) and zoomed into
their neighborhood in the dynamic hierarchy, and found that
all rules in the neighborhood had predictions of “rejected”
(Fig. 8D). Consultation with E2 clarified that a credit card
approval model typically rejects all applicants with prior
default records in realistic scenarios and leaves disputed cases
for manual processing. To summarize, E1 was satisfied with
the behavior of the rules utilizing PriorDefault. Similarly,
E1 analyzed other frequently used attributes, including Job,
Income, Years Employed, and acknowledged their proper be-
havior in making predictions.

E1 continued to examine common rules and noticed a rule
that had significantly lower confidence than the rules with
similar coverage (Fig. 5C). The low confidence indicated that
this rule covered many mispredicted samples. The data table
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Fig. 9. Analyzing the top-2 rules with the highest anomaly scores: 1) the
analysis of the first rule (A1), its neighbors (B1), and the associated sample
(C1) reveals a labeling error; 2) the analysis of the second rule (A2), its
sample distribution (B2), and information from the attribute and info views
(C2, D2) confirms a spurious association.

enabled him to examine the samples covered by this rule.
He found that these samples shared some negative conditions
(Fig. 5D), including unemployment, missing credit scores, lack
of income, and having prior default records, but were labeled
as “approved” (Fig. 5E). E1 suspected that they should be
rejected given those negative conditions. He then used the at-
tribute view to filter the samples with such negative conditions
and found in the info view that they were mostly labeled as
“rejected.” This indicated that there were inconsistent approval
criteria in the training data. He raised this issue with E2,
and E2 commented that such inconsistency harmed the model
training and led to performance degradation. Therefore, E1

unified the approval criteria in these samples and corrected
their labels to be “rejected.” By retraining the model on the
corrected data, the accuracy increased from 83.60% to 86.20%,
and the prediction confidence increased from 0.7403 to 0.7423.
Analyzing anomalous rules. Reordering rules according to
their anomaly scores facilitates the analysis of anomalous
rules. E1 started his analysis by examining the rule with the
highest anomaly score. As shown in Fig. 9A1, this rule sug-
gests approval for young, single, unemployed applicants with a
medium-to-low income. These conditions were mostly neutral
or negative, which should not lead to approval. He zoomed into
its neighborhood and observed that few conditions were shared
(Fig. 9B1), which also indicated that its behavior differed a lot
from other rules. He then examined its covered samples in the
data table. As shown in Fig. 9C1, it covered only an 18-year-
old applicant with a 10-year work experience (#321), which
was suspicious. E1 confirmed that this applicant should not be
approved and corrected its label to “rejected”.

Subsequently, E1 examined the rule with the second-highest
anomaly score. This rule suggested approval for applicants
with primarily negative or neutral conditions such as some
debt, low credit score, having a driver’s license (Fig. 9A2).
E1 doubted the approval decision for these applicants, and
checked the samples covered by this rule. He found most of
the applicants had no prior default records and a certain level
of income (Fig. 9B2). E1 believed these positive conditions
were the real reason for the approval. By filtering samples

with such positive conditions using the scented widgets in
the attribute view (Fig. 9C2), he found that most of them
(98.26%) are approved (Fig. 9D2). Thus, he suspected the
occurrence of this rule is because of the spurious association
between the irrelevant conditions and the approval decision
in these covered samples (Fig. 9A2). Discussion with E2

suggested adding more diverse samples, especially those that
meet the conditions of this rule but get rejected, to mitigate this
spurious association. E2 then generated more samples using
data augmentation, and E1 validated these samples to ensure
they accurately reflected real-world scenarios.

They analyzed other anomalous rules with the top-20
anomaly scores and found 1 more rule caused by label error
and 15 more rules caused by spurious associations. Similarly,
they corrected the label error and augmented the training
samples. After retraining the model, the accuracy increased
from 86.20% to 88.60%, and the average prediction confidence
increased from 0.7423 to 0.7630. The average anomaly score
of the rules also decreased from 0.0547 to 0.0493.

2) Quantitative Stock Trading: In this case study, we col-
laborated with E3, a junior quantitative stock trader special-
izing in short-term trading in the U.S. stock market. He has
also participated in the interview in Sec. III. His goal was to
identify stocks with rising prices using a stock price prediction
model. The training data consists of 119,416 samples collected
from the U.S. stock market from April 2020 to April 2023, and
the test data consists of 10,062 samples collected from May
2023 to August 2023. Each sample represents the information
of a stock at a specific time point, including two types
of attributes [21]: 158 technical analysis attributes and 99
fundamental attributes. The technical analysis attributes are
derived from historical prices to evaluate and forecast financial
market trends. For example, STD60 measures the variance in
stock prices over the preceding 60 days. The fundamental at-
tributes provide insights into a company’s financial health and
operational performance. For example, revenueGrowth reflects
the company’s revenue growth rate. Based on the stock price
fluctuation over the next seven days, the samples are catego-
rized into three classes: “increase,” “decrease,” and “stable.”
Directly using all attributes to train the model can deteriorate
its generalization ability due to attribute redundancy [29].
Following the common practice, E3 selected attributes with
an information coefficient larger than 0.05 [25], resulting in
140 attributes remaining. He then used these attributes to train
a gradient boosted tree model with LightGBM [32] due to
its superior performance and widespread adoption. The model
was configured with 1000 trees and a maximum depth of 14.
This model includes 81,000 rules but achieves an accuracy
of only 56.26%, with class-specific accuracy of 26.69% for
“increase,” 41.53% for “decrease,” and 66.56% for “stable.”
Overview. Initially, E3 wanted to verify whether the model
utilized appropriate attributes for prediction. He checked the
most frequently used attributes in the matrix view and found
the top-5 important attributes are technical analysis attributes
(Fig. 10(a)). E3 considered it reasonable as technical analysis
attributes offered a more direct reflection of price fluctuations
than fundamental attributes. Reordering rules based on the
most important attribute KLEN, he found that the model tended
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to predict the stock price as “stable” when KLEN was low.
This is reasonable because stocks with lower KLEN are more
likely to maintain stable prices in the next few days.
Addressing biased predictions. However, there was an ex-
ception: when KLEN was low, one rule made an “increase”
prediction (Fig. 10B). Examining the samples covered by this
rule, E3 found that these samples had small KLEN, medium
RESI20, and medium RESI60, all of which indicated stable
stock prices. However, they also shared the condition of
industry=Bank, which may be the reason for the prediction of
“increase.” E3 explained that the banks associated with these
samples experienced a growth period when the training data
was collected, so the trained model tended to predict them as
“increase.” However, such a pattern did not exist in the test
samples and thus caused a performance drop. To address this
issue, he removed the attribute industry. After retraining the
model, he observed an improvement in accuracy from 56.26%
to 56.52%. Specifically, on the samples with industry=Bank,
the accuracy increased from 48.90% to 51.22%.
Improving model performance in “increase.” As E3’s pri-
mary goal was to find stocks with possibly rising prices
to maximize profits, he focused on analyzing the attributes
associated to the “increase” prediction in the retrained model.
As shown in Fig. 10C, he observed that STD60 was frequently
used for the prediction of “increase”. Reordering rules based
on this attribute, he noticed that the rules with the conditions
of larger STD60 consistently made predictions of “increase”
(Fig. 10D). However, as E3 commented, a larger STD60 just
meant a large fluctuation in stock prices over the past 60 days,
which did not necessarily indicate an increasing stock price. E3

considered STD60 was not a useful attribute for the “increase”
prediction, and suspected the heavy reliance on it accounted
for the low prediction accuracy in this class (26.35%). He
then performed feature engineering by leveraging TA-lib [4],
an open-source tool, to generate more technical analysis at-
tributes. After adding these attributes and retraining the model,

the overall accuracy increased from 56.52% to 58.35%, and
the class accuracy of “increase” increased from 26.35% to
28.24%.

To verify whether the newly added attributes were used
correctly, E3 examined the cumulative statistics for attributes
at the bottom of the matrix view. The usage of STD60
decreased from 26 to 7 (Fig. 10E), while a newly added
attribute, NATR, became the most frequently used (Fig. 10F).
NATR represents asset volatility. A high NATR indicates a
large variation in stock prices. Reordering rules based on
NATR, E3 found that, indeed, high NATR values are associated
with “increase” or “decrease” predictions, while low NATR
values are associated with “stable” predictions (Fig. 10G).
Examining the neighborhood of rules with high NATR, E3

found that revenueGrowth, the growth of the profit rate, was
frequently used together (Fig. 10H). Reodering rules based on
NATR and revenueGrowth revealed a clear pattern that high
revenueGrowth mostly led to an “increase” prediction, while
low revenueGrowth mostly led to a “decrease” prediction. This
observation was consistent with his experience.
Removing redundant attributes. During further exploration,
E3 identified some redundant attributes for prediction. For
example, VMA20, which indicates the average trading volume
in the preceding 20 days, was recognized as an important
attribute (Fig. 10I). However, rules using this attribute made
predictions of “stable” no matter low or high VMA20 values,
which seemed to suggest the value of VMA20 does not
affect the prediction. Pinning VMA20 to the first column and
reordering rules based on it, E3 found that all the rules using
VMA20 also had low NATR values. As low NATR indicates
a small variation in stock prices, E3 believed it was the
actual reason for the predictions of these rules, and VMA20
was redundant. He proposed to remove VMA20. Similarly, he
removed another eight redundant attributes. After retraining
the model, its accuracy was improved to 59.20%.

Finally, E3 employed the final model for simulated trading.



JOURNAL OF LATEX CLASS FILES, VOL. 14, NO. 8, AUGUST 2021 12

The trading strategy involved selecting 20 stocks predicted to
be the most likely to increase in each 7-day trading cycle over
a period of 3 months. Backtesting proved that this trading
strategy produced an excess return of 48.7% with a maximum
drawdown of 5.0%. E3 was pleased with this performance and
said the comprehensive understanding of this model made him
more confident in employing the model for real-world trading.

C. Expert Feedback and Discussion

After the case studies, we conducted semi-structured in-
terviews with each of the six experts (E1-E6) introduced in
Sec. III-A. E4-E6 were not involved in the case studies. These
newly involved experts included a fund manager with two
years of experience (E4), a vice president at a commercial
bank branch (E5), and a machine learning researcher with
five years of experience (E6). For E4-E6, we spent the initial
20 minutes introducing RuleExplorer and presenting the case
studies. Each expert then used RuleExplorer for model under-
standing and verification tasks. It took 5-15 minutes for them
to become familiar with the interactions and conduct analysis.
We concluded with a discussion on RuleExplorer’s advantages
and limitations. Each interview lasted 35-60 minutes.

1) Usability: Overall, the experts are quite satisfied with
RuleExplorer.
Learning curve. The experts consider RuleExplorer easy to
use. They like that the matrix view takes a format similar
to a data table and naturally supports table operations, such
as sorting and swapping. This familiar design has enhanced
their analysis efficiency. They also indicate that using RuleEx-
plorer enables them to quickly understand the model, which
has increased their trust in the model and their confidence
in decision-making. Specifically, they expressed satisfaction
with the dynamic hierarchy, which enables them to analyze
different subsets of rules on demand. The experts also value
the ease of finding anomalous rules using RuleExplorer.
As E2 commented, “Different from RuleMatrix [40] and
ExplainableMatrix [43], this tool automatically recommends
some unusual rules, which help me quickly identify potential
issues in the model and make interventions accordingly.” We
believe that conducting a user study to compare RuleExplorer
with these interactive systems would provide deeper insights
into its usability and its effectiveness in facilitating model
understanding. We consider this an important future work.
Scalability. Matrix visualizations often face the scalability
issue due to the limited number of rows and columns that
can be displayed [39], [65]. To tackle this issue, RuleExplorer
1) organizes a large rule set into a hierarchy and dynamically
selects representative rules to display, and 2) sorts attributes by
importance and divides them into pages. These two strategies
are effective because tree ensemble models typically rely on
a smaller set of key attributes for decision making [7], and
users usually focus on a small subset of representative rules
and key attributes for initial analysis. In addition, our tool
can easily be extended to handle other scalability issues. For
example, for attributes with thousands of categories, we can
employ alternative feature transformation methods, such as
Target Encoding [24], which replaces each category with a

single numerical value representing its statistical correlation
to the target variable. For classification tasks involving more
than 10 classes, we can hierarchically organize classes and
dynamically assign colors during user exploration [15].
Extensibility. While RuleExplorer is primarily designed for
tree ensemble classifiers, it can be easily extended for regres-
sion models. To achieve this, users simply need to substitute
the classification-specific loss with a regression-specific loss
during model reduction and employ sequential color schemes
to encode the regression values of each rule. In addition,
E6 also pointed out that RuleExplorer can be used to ex-
plain other models beyond tree ensemble models: “Similar
to RuleMatrix [40], this tool supports the analysis of other
machine learning models using model surrogate techniques.
This greatly extends the applicability of the tool.”

2) Limitations: In addition to the positive feedback, the
experts also point out several limitations that offer directions
for future research.
Online model update. In the current analysis, after the experts
identify problems and make corrections, they need to retrain
the model and load it back into the system. The experts
highlighted that the ability to incrementally update parts of
the model online to examine the result would help improve
the analysis efficiency. Exploring methods for incrementally
updating the model and effectively visualizing the changes
presents an interesting research direction.
What-if analysis. Another interesting direction is the what-
if analysis of rules. E6 suggested allowing examination of
how different rule conditions impact the output. However,
further exploration is needed on how to use what-if analysis
to more accurately guide experts in improving the model. This
research will focus on understanding model rules and making
corresponding modifications. We plan to gather more specific
requirements from experts to guide future research.
Algorithm efficiency. The current efficiency of the model
reduction algorithm is not as high as desired. The running time
ranges from tens of seconds to a few hours, depending on the
model complexity and data size. For example, it takes around 1
minute for the model in the first case study and takes 3-4 hours
in the second case study. However, since model reduction is
performed offline, experts find this time acceptable, as they
are willing to trade off time for scalability in the big data
era. Nevertheless, accelerating this process allows experts to
start their analysis at the earliest opportunity. The bottlenecks
here lie in the grid search for the algorithm parameters and
linear programming in Sec. IV. In the future, we will design
a method for quickly determining algorithm parameters, and
simplify the linear programming by retaining more important
constraints and variables to accelerate problem solving.

VII. CONCLUSION

In this paper, we have presented RuleExplorer, a visual
analysis tool that helps domain experts understand the rules
extracted from tree ensemble models. To address the scalabil-
ity in handling large-scale rule sets, we combine an anomaly-
biased model reduction method with a matrix-based hierarchi-
cal visualization. Organizing rules into a hierarchy achieves
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scalability without sacrificing fidelity. We also propose a
dynamic way to construct the rule hierarchy to accommodate
different analysis preferences. The anomaly-biased model re-
duction preserves both common and anomalous rules at each
level, and thus enables not only an understanding of the overall
model behavior, but also the identification of potential flaws in
the model. A quantitative evaluation and two case studies are
conducted to demonstrate the effectiveness of RuleExplorer
and its usefulness in real-world applications.
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